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Abstract

Software developers frequently ask and answer questions about code that involve data and its path through a program, such as “How was this value created?” or “How is this value modified?” These questions are instances of reachability questions, which require developers to locate points of interest within program paths. Despite how frequently developers encounter reachability questions, existing tools place the burden on the developer to translate the question of interest into a low-level analysis, or to examine analysis results out of context of the reachability question, or both. In this thesis, we introduce the ReachHover tool to investigate whether direct user interface support for asking and answering reachability questions makes it easier for developers to answer these questions accurately. We focused ReachHover’s support on data-flow reachability questions after conducting a formative study of 72 practicing developers about the type and frequency of reachability questions they encounter in their work. We evaluated ReachHover through a controlled user study with 20 practicing developers, finding that participants who used ReachHover answered data-flow reachability questions involving multiple files more correctly than those who used standard tooling, and that those developers better maintained context while determining their answers.
Lay Summary

Software developers frequently ask and answer questions about the flow of data through a program. To investigate these questions, developers often use tools that require them to translate their high-level questions into a form that is compatible with the tools, while the results provided by the tools often take developers out of their working contexts. We conducted a survey of 72 software developers to understand the type and frequency of difficult questions they ask during their work. Using the results from the survey, we developed a tool that directly supports certain types of questions that developers might ask, and presents information within the context of the code under investigation. To evaluate the efficacy of our tool, we conducted a controlled user study of 20 software developers. We found that developers were more successful in answering questions involving many files, and with less context-shifting actions than with standard tooling.
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Chapter 1

Introduction

Software today is more complex than ever before. There are a plethora of tools that have evolved over the years with the singular goal of making it easier for developers to write code. Code-completion tools building on context-dependent program analysis enable developers to work in unfamiliar systems and software projects [32]. Modern Integrated Development Environments (IDE’s) are capable of generating large amounts of boilerplate code. Recent work in large language models and deep learning has given rise to tools that developers can use to generate entire method implementations [11].

However, developers engage in a wide variety of tasks; writing code is only part of their diverse workflows [29]. Developers also analyze requirements and map out broad flows of code that may be used to complete their tasks. Developers also spend a large amount of time attempting to understand code. This might include activities such as reasoning about the inputs and outputs of a method, sketching out what the call stack looks like, and even asking why the code is doing what it is doing [27]. A study by Ko et al. found that developers spent approximately 22% of their time reading code, while a further 16% was spent on navigating dependencies [21]. This equates to developers spending approximately 38% of their time on program comprehension tasks, in comparison to spending approximately 20% of their time on editing code [21].

In short, software developers must ask and answer many questions about code as they work on software change tasks. A specific category of questions that developers might encounter are reachability questions [25]. Reachability questions can generally be answered by tracing control- or data-flow through a program. Examples of data-flow reachability questions include “How was this value created?” (i.e., an “upstream” question) and “Where is this value modified in the execution of a program?” (i.e., a “downstream” question). LaToza and Myers found that developers frequently ask reachability questions, with 460 Microsoft developers reporting such questions more than nine times a day. Furthermore, 82% of these developers surveyed rated one or more of the reachability as at least somewhat hard to answer [25].
Despite how frequently developers ask reachability questions, little tool support exists to help developers answer them, particularly with respect to data-flow reachability questions. IDE’s, such as Eclipse [13] and IntelliJ IDEA [19], provide tools that report on control- and data-flow analyses, but these tools only indirectly support the answering of reachability questions. For example, to investigate how a value used at a program point is created, a developer using an IDE can invoke an upstream data-flow analysis, which results in a tree-view (Figure 1.1) of responses. Unfortunately, developers find it difficult to answer reachability questions with such views, as it is hard to discern feasible paths and locate targets of interest [25].

We are currently aware of only two specialized tools that have been introduced with the explicit goal of directly supporting the exploration of reachability questions. REACHER [26] helps developers iteratively investigate control-flow related reachability questions, but does not help answer data-flow related reachability questions. Get Me Here [5] focuses on how a reachability tool can be implemented, transforming reachability questions into constraint-satisfaction problems that are then dispatched to a Satisfiability Modulo Theories (smt) solver. We are not aware of a user study that evaluated the usability of Get Me Here.

In this thesis, we investigate the provision of direct user interface support to ask and answer reachability questions in the context of the code under investigation by a developer. We provide direct support to ask data-flow reachability questions by presenting “How is ...” and “How was ...” questions, similar to the interrogative debugging model [22] first developed by Ko et al. We hypothesize that directly presenting reachability questions to be explored by a developer might improve the usability and discoverability of an interface. We provide direct support to answer data-flow reachability questions by displaying relevant analysis results within the context of the code editor and the original code under inspection. We hypothesize that anchoring the asking and
answering of reachability questions in the code of interest enables developers to more correctly and effectively ask and answer reachability questions. We introduce a tool, called ReachHover, to investigate these hypotheses. ReachHover automatically surfaces reachability questions at relevant locations in code. In response to selecting the question, ReachHover presents a tree-view of an upstream or downstream data-flow analysis. This tree-view is in the context of the code from which the question was asked, and for each node in the tree-view, it is possible to view the relevant code within an in-editor preview window. This window enables the developer to remain rooted in the context of the code in which the question was asked. ReachHover is implemented as an open-source plugin for the IntelliJ IDEA ide and platform [41].

To focus ReachHover on reachability questions important to developers, we pose the following research question:

**RQ1** What are the reachability questions frequently encountered in practice by developers?

We investigated this research question by conducting a formative study with 72 practicing software developers. We found that developers frequently ask questions regarding how data might be formed and modified in a program, and focused ReachHover on answering these data-flow reachability questions. We pose two further research questions to evaluate whether ReachHover helps developers answer data-flow reachability questions:

**RQ2** Are developers able to answer data-flow reachability questions more correctly with ReachHover?

**RQ3** Does ReachHover make it easier to answer data-flow reachability questions?

To investigate these research questions, we performed a controlled experiment in which 20 practicing software developers answered two data-flow reachability questions within a moderately-sized system that compared the use of ReachHover and the built-in data-flow analysis support in an IDE.

We found that developers answered data-flow reachability questions involving multiple files more correctly with ReachHover than with built-in IDE data-flow analysis support. We also found that developers switched between and within files less often with ReachHover, demonstrating that the context-preserving nature of ReachHover is helpful. Developers also indicated preferring ReachHover to the built-in support. This evidence supports our hypothesis that providing direct support for asking and answering data-flow reachability questions in the context of the original code under investigation enables developers to answer these questions more correctly and easily.

This thesis makes the following contributions:

- A formative study of 72 practicing software developers about the type and frequency of reachability questions they encounter in practice;
• ReachHover, an open-source plugin for the IntelliJ IDEA IDE that enables developers to more easily ask and answer data-flow reachability questions within the editor, and in the context of the code under scrutiny;

• A controlled user study on the correctness and usability of ReachHover on two program comprehension tasks in a popular open-source software project.

We begin with a discussion of related work in Chapter 2, and present the results of our formative study in Chapter 3. Using our findings from our formative study, we designed and implemented ReachHover, which we describe in Chapter 4. Our controlled user study of ReachHover is presented in Chapter 5, and we discuss how it might be extended to support a wider variety of reachability questions in Chapter 6. We conclude with a summary of the work in Chapter 7.

The thesis of this work is that directly presenting a mechanism for exploring data-flow reachability questions makes it easier for developers to ask these questions, and presenting the results of an analysis in the context of the code under investigation makes it easier for developers to answer them correctly.
Chapter 2

Related Work

Researchers have investigated the questions that developers ask as they understand and evolve their systems, and have proposed tools that support developers in answering their questions during software change tasks. Developers find it challenging to understand code in modern codebases for a number of reasons. Many codebases today are large and complex, with some meeting the definition of an ultra-large-scale system [14]. However, developers have been asking difficult-to-answer questions about code long before the advent of large-scale systems [36]. This suggests that the challenges developers face in understanding code are neither constrained nor precipitated by the size of the system under investigation.

2.1 Questions that Developers Ask

Developers have a large number of information needs that must be addressed during their day-to-day work. These information needs often present themselves as a variety of questions that require the integration of often-disparate sources of information [6, 15]. For example, to understand how a defect was introduced, a developer may have to read the source code of a program, find additional context within a bug report or a project tracker, or resort to speaking to other developers who might have more information.

Other questions that developers may ask are more focused, and may involve querying only one source of information, such as a single program or a collection of modules in a system. As developers work to evolve and understand specific parts of their systems, they may ask: “Where are instances of this class created?” or “What data can we access from this object?” as they try to discover entities and relationships in object-oriented systems [34]. Additional questions that developers may ask are related to the control-flow or the data-flow through a program, such as “Why isn’t control reaching this point in code?” and “What parts of this data structure are being accessed in this code?” [34].
### 2.1.1 Control-flow, Data-flow, and Program Slicing Support

The need for tools to help software developers understand a program has long been recognized. For example, the Interlisp environment allowed programmers to consider control-flow by printing a tree structure of calls [36]. As another example, the FORTRAN FACES system provided support to understand data-flow by reporting for a particular line which variables affected values at that line, or which variables would later be affected by values at that line [31].

Recognizing the value of integrating control- and data-flow, Weiser introduced the concept of a program slice [40]. He defined a slice as a subset of a program that is guaranteed to faithfully represent the original program within the domain of the specified subset of behavior. Program slices help reduce the size of a program a developer needs to consider to reason about and change the system. However, Weiser’s requirement that program slices be executable can make slices larger and more expensive to compute than is needed by a developer. A refinement to program slices for software evolution tasks are closure slices [38], which are not necessarily executable and are composed of a set of statements which might be related to a variable of interest via program dependencies. ReachHover is built on analyses in IntelliJ, which provide a form of closure slices.

### 2.2 Direct Support for Developer Questions

In practice, developers face difficulties finding answers for their questions during development tasks, even with the tooling available to them. These difficulties appear to be in part due to the inevitability of imperfect mappings between high-level developer questions to the low-level analysis facilities afforded by program comprehension tools [7]. In fact, a study of industrial programmers by Sillito et al. showed that participants often struggled to refine and map their questions to tools that could be used to answer them [34].

In this chapter, we discuss the usability of software development tools, as well as issues arising from their lack of discovery. We briefly discuss the Whyline [22] as an example tool that attempts to provide direct support for debugging tasks and mitigate the issues related to tool usability and discovery.

#### 2.2.1 Tool Usability

The usability of software engineering tools is also be a significant factor on how developers use tools to help answer their questions. Many software tool developers rely on their own intuition for how a tool should work, eschewing established criteria and procedures for evaluating their usability [37]. Consequently, the tools available to developers may be useful, but ultimately be lacking in terms of their usability. This lack of usability may force developers to explore alternative strategies in understanding and evolving their systems. Developers may also choose to abandon the use of purpose-built program comprehension tools altogether. In a study of 28 developers from a wide
range of companies of different sizes, Roehm et al. found that 22 developers used an IDE. However, none were observed making use of the IDE’s built-in program comprehension features, such as call-graph visualization and concept localization [33].

2.2.2 Tool Discovery
Despite the vast amount of tooling available to developers, it is often the case that they only use a small subset of the commands offered by modern development environments, reducing their overall development fluency [30]. The difficulty in making developers aware of the tools available in their IDE’s might be related to the general challenge of making end-users aware of features in software, independent of a specific domain. For example, a common problem faced by users is that they are not aware of a specific tool or operation which was available for use [16]. This might suggest that the lack of discoverability of software tooling and features is a barrier to their wider integration into development workflows.

Improving the discoverability of software tools and features has been the subject of a multi-pronged approach by researchers. For example, some recommendation systems such as Spyglass analyze common usage patterns displayed by developers in their IDE’s to recommend features and tools that may improve their efficiency [39]. Other tools may rely on a context-based approach to recommending tools and features. As an example, some IDE’s refactoring tools consider contextual information such as caret or cursor location, text selection, or background analysis of code smells to highlight instances where powerful, but perhaps less well-known, refactorings are available [10]. Communal and crowd-sourced knowledge may also be a source of information that tools leverage to improve tool discoverability. Toolbox is an example of a tool that maintains a database of frequently-executed commands by users of a Unix system, and notifies the user community of commands that appear to be newly-discovered [28].

2.2.3 An Example: The Whyline
The Whyline [22] is a tool that provides direct support for developer questions during debugging tasks. It was initially developed as an interrogative debugging interface for the Alice programming language. Later, the Java Whyline [23] was developed to support the Java programming language. At a high-level, the Whyline enables developers to select questions about a program’s output, and it then helps developers to work back from the selected output to its causes [23]. These questions are phrased as “Why did” and “Why didn’t” queries about program output. For example, consider a case when a variable foo is being erroneously set to some value v. A developer could choose to investigate the cause of this erroneous program behaviour by running the program, opening the Whyline window and selecting “Why did foo = v?” and a temporal context, which is a specified time-frame that they wish to investigate. The Whyline then presents a view of all statements of the program within the temporal context that contributed to the line where foo has the value x. The
Whyline’s approach of presenting a pre-defined subset of questions about the output of programs has benefits, as it avoids speculation about the causes of a failure, and simplifies the exploration of code responsible for the output [23]. An experiment was conducted to evaluate the efficacy of the Whyline on isolating the causes of two bug reports from an open-source project [23]. It was found that the Whyline users were successful about three times as often and about twice as fast compared to the control group who used conventional debugging tools and techniques.

Although the Whyline was designed as a stand-alone tool, it presents an interface to a developer that resembles those of commonly used IDE’s such as Microsoft Visual Studio [20], IntelliJ IDEA, and Eclipse. Figure 2.1 shows the Whyline interface as it is used to investigate the output of a Graphical User Interface (GUI) application. Developers are able to choose a question from the context menu that appears next to some observable program output. The Whyline then presents a view that traces the execution of the program to the specific lines that have an effect on the output under investigation. This view is presented in Figure 2.2, where an editor-like view shows two lines of code in different source files that affect program output.

![Figure 2.1: The interrogative debugging interface presented by the Whyline. Reprinted with permission from the original author, Amy J. Ko.](image)

### 2.3 Reachability Questions

Researchers have conducted studies that investigate both the frequency and difficulty of answering some of the focused questions that developers ask during change tasks. LaToza et al. found that a
significant portion of a developer’s work involves answering reachability questions. A reachability question is a search across feasible paths through a program for target statements matching search criteria [25]. In a survey distributed to 2,000 developers employed at Microsoft’s Redmond campus, 460 developers reported asking questions that could be phrased as reachability questions more than 9 times a day. Of the developers who responded, 82% of them rated one or more of the reachability questions as at least somewhat hard to answer [25]. Not only are reachability questions difficult to answer, but the process of investigating them is also time-consuming. A field study of 17 developers found that of the 10 longest activities undertaken by developers, 9 were associated with reachability questions [25].

LaToza et al. formalized two types of reachability questions, named find and compare [25]. A find question is of the form:

\[
\text{find } SC \text{ in } TR
\]

where \( SC \) and \( TR \) are variable parameters. \( TR \) represents a set of concrete program traces, where each trace \( tr \) is a list of tuples \((s, env)\). In each tuple, \( s \) is a statement, and \( env \) maps each variable in \( s \) to a value. \( SC \) represents search criteria that acts as a function that prunes the set of
traces $TR$ to a subset that is relevant to the reachability question being asked. As an example of a find question, a developer may ask: “Where does the string ‘error’ come up in the control-flow of this method called openConnection?” To formalize this into a find question, we define $SC$ as $\text{grep}('error')$, and $TR$ as $\text{trace}(p, m_{\text{start}}, m_{\text{end}}, C)$, where $p$ is the entire program under inspection, $m_{\text{start}}$ and $m_{\text{end}}$ represent the start and end of the control-flow of the method openConnection, and $C$ is a filtering constraint that is left unspecified. The resulting formalization is:

$$\text{find}\ \text{grep}('error')\ \text{in}\ \text{trace}(p, m_{\text{start}}, m_{\text{end}}, C)$$

The result of this formalization is a set of traces that contain statements where the string ‘error’ occurs, which a developer may use to help answer their original question.

A compare question requires the analysis of two concrete traces, and is of the form:

$$\text{compare}(TR_a, TR_b): TR_{\text{common}}, TR_1, TR_2.$$  

First, an attempt is made to match each trace $tr_a$ $\in$ $TR_a$ to a trace $tr_b$ $\in$ $TR_b$. The result of this operation may be represented as a list of tuples $\langle tr_a, tr_b \rangle$. For each tuple in the resulting list, compare attempts to match $\langle s_a, env_a \rangle \in tr_a$ to $\langle s_b, env_b \rangle \in tr_b$. Each matching tuple is coalesced into traces $tr_{\text{common}}$, that form one of the outputs of the compare question: $TR_{\text{common}}$. The tuples in $tr_a$ and $tr_b$ for which no match is found are collected into the outputs $TR_1$ and $TR_2$, which represent tuples that were found to be unique to $TR_a$ and $TR_b$, respectively. A developer may ask a compare question as they refactor code. “Is this code correct?” is a common question that is often asked [24]. Assuming “correct” in the context of refactoring to mean that there are no functional changes to code, the resulting formalization of the previous question might be:

$$\text{compare}(TR_{\text{pre}}, TR_{\text{post}})$$

Where $TR_{\text{pre}}$ is the set of traces from the program prior to the refactor, while $TR_{\text{post}}$ is the set of traces from the program after the refactor. Using $TR_{\text{pre}}$ as a ground truth, the developer might inspect the outputs of the formalization: $T_{\text{common}}, TR_1,$ and $TR_2,$ and draw conclusions regarding the correctness of the refactor.

### 2.4 Answering Reachability Questions

IDE’s such as IntelliJ IDEA and Visual Studio include tools that developers could use to answer reachability questions, even if they were not designed for that purpose. For example, a developer might generate a call graph for a set of methods in a class, and manually traverse it to trace or collect items of interest. Although a number of built-in tools could be adopted in helping developers answer reachability questions, it is also suggested that developers could perform development tasks more
quickly and accurately with tools that more directly support answering reachability questions [25].

### 2.4.1 Low-level Support for Reachability Questions

A common reachability question that developers might ask is: “Where does this value come from?” To answer this type of question, a developer could invoke a general-purpose slicing mechanism (Figure 2.3) that produces a set of data-flow slices (Figure 2.4).

Although the information produced by mechanisms such as general-purpose slicing and data-flow analysis may be complete and useful, it is difficult to determine their usability by developers. The data-flow traces produced by the data-flow analysis tool are presented in a very compact view. This view enables the presentation of a large number of results that does not require an equally large amount of visual space. However, since each row in the output represents a single line of code, it may be difficult for developers to understand it with the lack of surrounding context. For example, line 200 from Figure 2.4 contains the statement:

\[
\text{alphaField.document} = \text{alphaHexDocument}
\]

The only information a developer is able to obtain from this statement is that the `document` field of the `alphaField` object was assigned the value of `alphaHexDocument`. It is not possible to obtain more information about the values in the statement without additional context, which might comprise information useful to developers, such as where or how values in a method were assigned, inline comments regarding the source code, or even the general structure of the code that surrounds the statement of interest.

### 2.5 Tools that Support Reachability Questions

We are aware of two tools that specifically support the investigation of reachability questions. The first is REACHER, which enables developers to iteratively search along control-flow paths of a program to answer reachability questions involving control-flow [26]. The second is Get Me Here, which investigates how tools might implement direct support for reachability questions by transforming them into constraint-satisfaction problems that are then dispatched to an SMT solver [5].

#### 2.5.1 REACHER: Visualizing Call Graphs

REACHER attempts to simplify the often error-prone and disorienting process [12] of navigating through the control-flow of a program. A developer invokes REACHER by selecting a method declaration and opening a menu that includes the options to search “upstream” or “downstream,” referring to the direction of the control-flow paths to be analyzed. Depending on the type of reachability question under they are interested in, a developer selects one of the two options, which opens a REACHER Search View and a call-graph visualization showing methods and calls between
Figure 2.3: A data-flow analysis workflow in IntelliJ IDEA. (A) is the value of interest, doc. (B) exposes the variety of analyses that are available to developers for doc. (C) invokes a data-flow analysis of values that flow into doc.

methods. A user study of REACHER demonstrated the potential value of a tool that directly supports reachability questions. The researchers found that participants who used REACHER answered control-flow reachability questions more successfully and quicker than participants who used standard tools [26]. The same study also showed that participants still spent a significant amount of time reading and understanding code to verify their answers [26]. We seek to mitigate this issue in the design of ReachHover by providing context for the developer through the presentation of code excerpts directly alongside reachability results.

2.5.2 Get Me Here: SMT for Reachability Questions

Get Me Here enables developers to select a line of code as a point of interest and visualize the execution that reaches the given point. Figure 2.5 presents the interface through which a developer would invoke Get Me Here in order to find a relevant program execution trace. Like the Whyline,
Get Me Here presents a set of analysis options in a context menu that appears near the property or element under inspection.

Where Get Me Here differs, however, is in how it is able to generate an execution trace by using an smt-based static analysis [5] without having to actually run the program under inspection. It is also presented as a query engine, where developers can specify a slice in a program, and execute queries that represent reachability questions over the given slice.

Get Me Here supports two types of queries. The first is the eponymous “Get Me Here” query, which provides a single execution trace that leads to a point of interest. The second is the “multiple-waypoint” query, which enables developers to investigate an arbitrary number of points within an execution trace. The flexibility afforded by the multiple-waypoint query enables developers to investigate queries that are highly-parameterizable and specific to the question they have chosen to pursue in localizing a defect or understanding a program. However, with this flexibility comes a danger of enabling program comprehension or defect localization tasks that may be ultimately unfruitful. For example, a query to investigate a erroneous value assignment to a variable might have the possibility of producing results that are entirely unrelated to the defect, but are valid nonetheless with respect to the developer-written query.

Get Me Here displays an execution trace using the Microsoft Debugger Canvas [9], an industrial implementation of the earlier Code Bubbles [8] paradigm for Visual Studio [5]. Figure 2.6 shows how Get Me Here visualizes execution traces. Each method that is called within a trace is represented by a bubble, green highlighting denotes code that was executed, arrows denote the control-flow within a trace, and annotations mark the values of fields and variables.

Get Me Here was evaluated on three benchmark programs, all written in C#. The sizes of the benchmark programs ranged from 650 to 11,000 lines of code. We are not aware of any user study.
Figure 2.5: The invocation mechanism for Get Me Here in Microsoft Visual Studio. Reprinted with permission from the original author, Robert A. DeLine.

on the usability of Get Me Here.
Figure 2.6: The visualization interface of a program execution trace in Get Me Here. Reprinted with permission of the original author, Robert A. DeLine.
Chapter 3

Survey

We performed a survey to investigate the type and frequency of reachability questions that developers may encounter during their day-to-day activities. This aided our investigation of our first research question:

**RQ1** What are the reachability questions frequently encountered in practice by developers?

3.1 Method

The survey was developed with the goal of maximizing the relevance of the presented questions to actual scenarios that developers would encounter in their day-to-day work. We drew upon our previous work as software developers as well as the literature for reachability questions [25] and hard-to-answer questions about code that developers ask [24]. We drafted a set of 9 questions from these sources that we hypothesized developers might ask as they performed change tasks or explored their programs.

After piloting the survey in a laboratory setting with 7 graduate students, we finalized a survey with 9 questions with corresponding code excerpts with an expected duration of 10 minutes. The survey was deployed entirely online, and consisted of:

- 5 demographic questions;
- 9 Likert-scale questions that each included a hypothetical scenario associated with a program comprehension or reachability question.

Eight of the nine questions included a short code excerpt to contextualize the reachability question being asked. The remaining question was contextualized by a short paragraph describing a development scenario instead, as it did not lend itself well to a small code excerpt. The text of the survey that includes all code excerpts as presented to our respondents is available in Appendix A.1; the anonymized raw data is also available [42].
3.1.1 Participant Recruitment
We distributed the survey on Twitter, and via mailing lists to professional software developers. We targeted developers who primarily use a statically-typed programming language in their work in order to exploit the pre-existing sophisticated control- and data-flow tooling available for them in our tool. Individuals who reported not writing code at least once a month were excluded from our survey, as they may not be the primary audience for our tool.

3.2 Survey Results
The survey was started 108 times, and finished 72 times in total. This yielded a survey completion rate of 67%. First, we describe the demographics of the respondents to our survey, exploring their experience as software developers and the programming language(s) used in their day-to-day work. We summarize the years of development experience, the most frequently used programming language, and the range of sizes of the companies that employ our respondents in Table 3.1. We then use these results to inform our analysis of our respondents’ experience with reachability questions.

3.2.1 Demographics
Most of our respondents were located in North America, including Canada (22) and the United States (22). The second-largest majority of our respondents came from Europe, including Germany (8), Russia (8), and the United Kingdom (2). The rest of our respondents came from a wider range of countries in the APAC region and South America. Approximately 83% of respondents reported writing code every day; the remainder reported writing code at least twice a week, or once a month.

Many of our respondents had over seven years’ worth of development experience (31%), while 31% of respondents had two to five years’ worth of experience. The remainder of the respondents had zero to two, or five to seven years’ worth of total experience (Table 3.1).

Our participants reported using a total of 15 unique programming languages. Java, Kotlin, Python, C and C++, and TypeScript (Table 3.1) were the languages that were reported to be used most frequently by our participants. Although other languages used by our respondents compose a large number of results (35%), they are generally composed of statically-typed languages including Swift, C#, and Objective-C.

A majority of our respondents reported being employed at companies that have more than 1,000 employees (58%). 19% of respondents reported working at a company with less than 100 employees, and the remaining 23% of respondents reported working at companies that had a range of 100 to 1,000 employees.
Table 3.1: Respondent demographics.

<table>
<thead>
<tr>
<th>Demographics</th>
<th></th>
</tr>
</thead>
<tbody>
<tr>
<td><strong>Years of Experience</strong></td>
<td></td>
</tr>
<tr>
<td>0 - 2 years</td>
<td>25%</td>
</tr>
<tr>
<td>2 - 5 years</td>
<td>31%</td>
</tr>
<tr>
<td>5 - 7 years</td>
<td>14%</td>
</tr>
<tr>
<td>Over 7 years</td>
<td>31%</td>
</tr>
<tr>
<td><strong>Programming language used most frequently</strong></td>
<td></td>
</tr>
<tr>
<td>Java</td>
<td>14%</td>
</tr>
<tr>
<td>Kotlin</td>
<td>13%</td>
</tr>
<tr>
<td>Python</td>
<td>14%</td>
</tr>
<tr>
<td>C/C++</td>
<td>11%</td>
</tr>
<tr>
<td>TypeScript</td>
<td>11%</td>
</tr>
<tr>
<td>Other</td>
<td>35%</td>
</tr>
<tr>
<td><strong>Number of employees in company</strong></td>
<td></td>
</tr>
<tr>
<td>Over 5000</td>
<td>25%</td>
</tr>
<tr>
<td>1000 - 4999</td>
<td>33%</td>
</tr>
<tr>
<td>500 - 999</td>
<td>8%</td>
</tr>
<tr>
<td>100 - 499</td>
<td>15%</td>
</tr>
<tr>
<td>Less than 100</td>
<td>19%</td>
</tr>
</tbody>
</table>

3.2.2 RQ1

Table 3.2 presents a view of the results of our survey in terms of the mean scores assigned to each question by our participants. We use the results to inform our investigation of RQ1:

**RQ1** What are the reachability questions frequently encountered in practice by developers?
Table 3.2: Survey results ordered by mean.

<table>
<thead>
<tr>
<th>Order</th>
<th>Question</th>
<th>Type</th>
<th>Control-flow</th>
<th>Data-flow</th>
<th>Mean ($\bar{x}$)</th>
<th>SD ($\sigma$)</th>
</tr>
</thead>
<tbody>
<tr>
<td>Q2</td>
<td>Did I introduce any unwanted changes in the new version of this code?</td>
<td>compare</td>
<td>✓</td>
<td>✓</td>
<td>4.12</td>
<td>1.10</td>
</tr>
<tr>
<td>Q9</td>
<td>What does the control-flow look like between two locations in code?</td>
<td>find</td>
<td>✓</td>
<td>✗</td>
<td>4.08</td>
<td>1.23</td>
</tr>
<tr>
<td>Q1</td>
<td>Where does a value come from, and how is it formed?</td>
<td>find</td>
<td>✓</td>
<td>✓</td>
<td>4.03</td>
<td>1.05</td>
</tr>
<tr>
<td>Q5</td>
<td>Given some data, which parts of it are modified downstream?</td>
<td>find</td>
<td>✓</td>
<td>✓</td>
<td>3.76</td>
<td>1.22</td>
</tr>
<tr>
<td>Q8</td>
<td>Given some part of a program that depends on a value, which parts of it are executed or reachable?</td>
<td>find</td>
<td>✓</td>
<td>✓</td>
<td>3.59</td>
<td>1.33</td>
</tr>
<tr>
<td>Q7</td>
<td>Given two subtypes and their implementations of a common method, how do they handle data differently?</td>
<td>compare</td>
<td>✗</td>
<td>✓</td>
<td>3.51</td>
<td>1.41</td>
</tr>
<tr>
<td>Q6</td>
<td>Is deleting what appears to be unused code going to break anything?</td>
<td>compare</td>
<td>✓</td>
<td>✓</td>
<td>3.34</td>
<td>1.53</td>
</tr>
<tr>
<td>Q4</td>
<td>Given some data, which parts of it are accessed downstream?</td>
<td>find</td>
<td>✓</td>
<td>✓</td>
<td>3.24</td>
<td>1.26</td>
</tr>
<tr>
<td>Q3</td>
<td>How is an instance of this class created/initialized?</td>
<td>find</td>
<td>✗</td>
<td>✗</td>
<td>2.95</td>
<td>1.34</td>
</tr>
</tbody>
</table>
The highest-ranking question (Q2) represents situations where a developer adds a feature or refactors code, and then wants to ensure that no defects are introduced as part of the process. This reachability question is a compare-type question where developers might compare program traces before and after the addition of changes. The other two compare-type questions (i.e., Q7 and Q6) were ranked substantially lower.

The second highest-ranked question relates to the control-flow of a program, specifically between two locations in code. This type of question is supported by the existing REACHER tool.

The remaining questions are all data-flow related. Q1 (i.e., “Where does a value come from, and how is it formed?”) can be formulated as a backward reachability question, where a data-flow trace is generated backward from the value of interest. Q5 (i.e., “Given some data, which parts of it are modified downstream?”) can be formulated as a forward reachability question starting from a value of interest and generating data-flow traces in which the value of interest might be modified. Q8 relates to how the value of data might affect its path through a program (control-flow), or how it is affected by dynamic dispatch (which implementation of a method is called). Q4 is similar to Q5 in that it represents a “downstream” reachability question, but our participants appeared to be less interested in how data might be accessed rather than modified. Finally, like Q1, Q3 also asks about the origin of data, but constrains the possible question to how a class might be initialized.

In summary, we found that developers frequently encounter reachability questions that are related to the data-flow of a program during their work.

3.3 Threats to Validity

In this Chapter, we discuss the threats to the validity of our findings from the data collected from our formative study.

3.3.1 Internal Validity

It might have been the case that each participant had a slightly different understanding of the questions that we asked in our study. Differing interpretations of each question might have affected the responses that each participant assigned to each questions. This presents a threat to the internal validity of our findings. To mitigate this threat, we provided code excerpts and descriptions to clarify the meaning of questions. The code excerpts in our survey were static elements, meaning that the only way our participants could interact with the code was to read them in isolation. Although this furthered our design goal of making the questions encompass the core concepts behind reachability questions, it did not accurately capture how developers interact with code (e.g., IDE-based navigation, other workflows and tooling) in program comprehension tasks. To mitigate this threat, we may have had to design our survey around an IDE that our participants would be able to use. However, it is likely that this would have introduced another threat to
validity; our results may be affected by the proficiency of our participants with the IDE we select to use in our study. Consequently, we deemed the lack of interactable code excerpts to be an acceptable threat.

3.3.2 External Validity

The external validity of the results is impacted by the size of our respondent pool. Our survey was started by 108 participants and ultimately completed by 72 individuals, yielding a completion rate of 67%. All of these participants reported having professional software development experience, with 45% reporting at least 5 years of experience.

The selection of the questions in the survey also present a threat to external validity as they might not be completely representative of the reachability questions that developers encounter in practice. To mitigate this threat, we included reachability questions that were found to be asked by developers in the field [24, 25] in addition to the questions we encountered during our work as software developers.

Another threat to validity is presented by the fact that all the code excerpts included in our survey were written in Java. This does not account for the fact that our participants may have varying levels of proficiency with Java. Consequently, we may be conflating our results with the proficiency of our participants with Java. That being said, we needed to select a language for our study that would have a high likelihood of being familiar to our target audience. Java’s popularity as a development language [1, 2] meant that it was a suitable choice.
Chapter 4

The ReachHover Plugin

Both of the existing tools that support a subset of reachability questions, REACHER and Get Me Here, provide direct support for asking specific reachability questions. However, both of these tools display the answers to the reachability questions in a visualization separate from the code. A user study of REACHER found that participants still had to locate code in an editor related to information about code shown in the visualization.

To mitigate this issue and explore what a tool that provides direct support for both asking and answering reachability questions might provide, we built ReachHover [41], an open-source plugin developed for the JetBrains IntelliJ Platform and IDE. Figure 4.1 presents how a developer might use ReachHover to answer a reachability question involving the creation of an object.

In designing direct support for asking reachability questions, we were inspired by the Why-line [22, 23], which augments support for debugging programs directly via “Why” and “Why not” questions about a program’s observable behaviour. In designing direct support for answering reachability questions, we sought to provide answers in the context of the code in which the question is being asked. By maintaining this context, we believe the developer can be more rooted in the original context of where they began their exploration, and mitigate the disorientation developers may experience when they thrash between multiple views that display information relevant to their task [12]. We describe how a developer invokes a reachability question and how the results are displayed before briefly describing ReachHover’s implementation, including the reachability questions it currently supports.

Chapter 4.1 discusses the design methodology for ReachHover, derived from the data presented in Chapter 3, and an investigation of current tools that provide information that might be used to help answer reachability questions. Chapter 4.2, describes how a user might use ReachHover in a software development scenario, with a particular focus on its mechanism of invocation and how it visually presents data. The implementation of ReachHover is detailed in Chapter 4.3.
4.1 Design Methodology

We analyzed the data from a survey (Table 3.2) that sought to identify the type and frequency of reachability questions that are asked by software developers in practice. We used the results obtained from analyzing this data to inform our design of ReachHover.

We chose to focus ReachHover on data-flow related reachability questions as existing tools have not yet considered these questions. We further chose to focus on find-type questions as they present more straightforward scenarios involving one data-flow or program slice rather than the compare-type questions, which require at least two slices. As a result, we decided to focus on the two highest-rated questions of this style from the survey (Q1 and Q5):

Survey Question 1 (Q1):
Where did a value come from, and/or how was it formed?

Survey Question 5 (Q5):
Given some data, which parts of it are modified downstream?

These questions can be answered by traversing backward and forward in a data-flow trace, respectively. For example, to answer Q1, a user could invoke a backward data-flow trace, and filter for nodes that have a control or data dependency on the value under analysis. The same analysis could be performed on a forward data-flow trace to answer Q5.
Since information provided from a data-flow trace could be used to answer the questions we attempt to support with ReachHover, we began by investigating existing data-flow analysis tools to obtain an understanding of the current landscape of analysis tooling. The IntelliJ IDEA IDE exposes forward and backward data-flow analysis capabilities to users. Figure 2.3 shows how a user might invoke a backward data-flow analysis, while the result of this analysis is shown in Figure 2.4. We found these pre-existing data-flow capabilities to be a good basis for the development of ReachHover due to its ease of extension via the JetBrains IntelliJ Platform Software Development Kit (SDK).

Next, we began to identify pain points that users might face as they invoked the data-flow analysis tool. We observed that discovering the tool itself might be difficult for users; invoking the tool is a three-click action. Additionally, the action is hidden behind a context menu that does not guide users to discover and invoke the tool from a very broad list of options (i.e., data-flow-specific analyses are accessed via a general “Analyze” menu element). In the result presented by the data-flow analysis tool, each element in the data-flow trace is presented as a node in a tree-like structure that is structurally similar to a conventional hierarchical tree. We found this to be useful for preserving the structural information relevant to our target reachability questions (e.g., method calls $a$ and $b$ within a method $c$ are displayed as children of the node $c$ in the tree).

Although structural information is easily preserved through the tree, each node displays only the single line of code within the data-flow trace, often without visual aids such as syntax highlighting. This means that users analyze each node in isolation from any surrounding context, particularly if they are not aware that double-clicking a node in the tree focuses the editor pane to the line of code under inspection. However, frequent shifts in where and what the editor is focused on might introduce the additional problem of frequent context switching and reconstruction as focus shifts between files and code blocks that might lead to disorientation for developers [12].

Investigating the current tooling available for data-flow analysis, and its associated user pain points provides a foundation for the design of ReachHover. We aim to achieve the following with the design of our tool:

**Design Goal 1:**
*User friction should be minimized between the developer and ReachHover, especially with respect to how they might discover and invoke the tool.*

**Design Goal 2:**
*ReachHover should present the context surrounding a data-flow node in a way that minimizes the amount of context switching for a developer.*

We describe the user-facing result of implementing these goals in Chapter 4.2, while a technical discussion of their implementation is discussed in Chapter 4.3.
4.2 Using ReachHover

In this section, we describe how a user can interact with ReachHover, framed within the context of a software development task. First, we describe how a user can invoke our tool to begin the process of answering a reachability question. Next, we describe the user interface of the visualization presented by ReachHover.

4.2.1 Invocation Interaction

A developer may want to use ReachHover when they are investigating how a value was created, or where it originated in a data-flow trace. Work in information search and retrieval systems [17, 18] has provided empirical evidence that cursor hovering can be a useful proxy for determining a user’s focus or interest in a user interface component. We use this empirical evidence to inform our design of an invocation mechanism for ReachHover that is based on cursor attention and hovering.

The initial invocation mechanism for ReachHover is shown in Figure 4.2. In this figure, we assume a task where a developer is investigating the origin of the value editorKit, which is an instantiation of Q1 from our survey (Chapter 3). The hover popup displays two options; the first is to invoke ReachHover to begin a reachability analysis, and the second is to show the documentation that is usually presented by IntelliJ IDEA when a user hovers over a value. This hover popup appears only when a user hovers over a value after a certain delay that is commensurate with other user interface component delays in IntelliJ IDEA. We do not consider our interaction mechanism to be more intrusive than the default data-flow analysis feature of the IDE; a user would have had to right-click to select the value of interest and navigate a context menu to invoke the analysis (Figure 2.3). Furthermore, we attempted to address Design Goal 1 by presenting the ability to invoke ReachHover directly on hover, rather than hidden under a number of context menus where user discoverability and friction might have increased. It is also possible for the user to not use ReachHover altogether, the default context menus provided by IntelliJ IDEA are still available. Another task where a developer might use ReachHover is in exploring how a value is modified or changed; Figure 4.3 shows how the hover popup appears in this case.

4.2.2 Result Visualization

A goal of ReachHover is to present more context surrounding the results of a data-flow analysis. We also wanted to preserve the structural information that was already provided by existing static analysis tools, such as the data-flow analysis tooling built into IntelliJ IDEA, or the call hierarchy explorer in the Eclipse IDE, which presents results using the same hierarchical tree paradigm.

Preserving the presentation of structural information serves two purposes. First, we did not aim to completely redesign an interface for viewing data-flow information; our goal was to enrich an existing interface with additional information. Introducing a completely new user interface...
Figure 4.2: The ReachHover popup (A) that appears when a user hovers over a code structure of interest. In this case, ReachHover poses the question: “How was editorKit created?”

paradigm might introduce additional complexity in the form of developers having to adapt to a new paradigm before our tool became useful to them. Second, we wanted to preserve non-local context, i.e., information that is not directly observable from code and its surrounding context, such as how deep within a call hierarchy a location in code exists.

We present the visualization component of ReachHover in Figure 4.4. Information regarding a reachability question is presented in two main sub-components. High-level non-local context is provided in the top half of the main component, which is the same component used by the original data-flow analysis tool built into IntelliJ IDEA. Fine-grained local context is provided by the preview editor sub-component. A developer is able to investigate code from a high-level by selecting a row in the top component. This triggers a change in the preview editor to focus on the line of code under inspection, which is highlighted in its location in the editor. Additional information, such as the file and project directory in which the line of code under inspection is located, is presented in the bottom toolbar of the main component. Additionally, a user is able
Figure 4.3: The ReachHover popup (A) that appears when a user hovers over a code structure of interest. In this case, ReachHover poses the question: “How was `dataContext` modified?”

to select the scope of a reachability analysis (i.e., file, directory, and project-level) on-the-fly and without resorting to restarting the entire analysis from scratch, avoiding the need for expensive context switching or reconstruction.

4.3 Implementation

ReachHover is implemented in the Kotlin programming language, and consumes Application Programming Interfaces (APIS) implemented in Java that are exposed by the IntelliJ IDEA Platform. The implementation of ReachHover can be separated into two main components: a front-end and a back-end. The front-end detects cursor hover events and analyzes code for reachability analysis viability, while the back-end exploits existing data-flow analysis features to visualize data for reachability analysis.

4.3.1 Front-end: Detecting Values for Reachability Analysis

The ReachHover front-end (Figure 4.5) is designed as a loosely-coupled component that aims to be largely orthogonal to a specific programming language or project structure. We implement an existing event listener interface that is exposed by the IntelliJ IDEA SDK for public use in order to create a class that listens for hover events in the editor (`EditorHoverListener`). Whenever a code element is detected under a hover event, we call a utility class (`SliceDispatchService`) to
Figure 4.4: A data-flow trace presented by ReachHover. (A) enables developers to select between a file, directory, or project-level scope for the reachability analysis. (B) contains the same hierarchical text-tree view as the standard IntelliJ data-flow analysis tool. (C) demonstrates the highlighting of the code under inspection that corresponds to the selected element in (B). The file name and directory are provided by (D) and (E).

determine whether a program slicer is available for the code under inspection. If a slicer is available, we convert the raw code element into a Unified Abstract Syntax Tree (UAST) node.

The UAST data type enables us to handle program elements in a generalized manner. Consequently, the logic that determines whether an element is viable for reachability analysis does not change across different programming languages. The UAST data type has support for programs
written in Java or Kotlin. We have extended the uast data type with two methods that enable us to determine whether a given code element is a non-literal method argument, or a local variable reference. These specific code elements are candidates for the questions “Where did a value come from, and/or how was it formed?” or “Given some data, which parts of it are modified downstream?” respectively.

Using these methods, the EditorHoverListener dispatches a call to the back-end of ReachHover to conduct either a forward or backward reachability analysis by sending it a context object that contains the element under inspection, its location in the editor, and other metadata.

Figure 4.5: A simplified architectural diagram of the ReachHover front-end.

4.3.2 Back-end: Computing Reachability Information

The back-end of ReachHover was designed with the goal of re-using as much of the existing data-flow analysis tooling available in the IntelliJ IDEA ide. The reasons for this were twofold. First, we wanted to save valuable development time by avoiding the re-implementation of components and tooling that we could re-use for our needs. Second, by deeply integrating our tool with the common frameworks and APIs exposed by the IntelliJ IDEA Platform, we hoped to maintain compatibility with a wider range of tools that are built on the same platform.

The ReachabilityInfoPopupManager class serves as the main entry point from the front-end of ReachHover. This class receives a context object from the front-end EditorHoverListener that contains information such as the element under inspection and the direction of the reachability analysis to be performed from the front-end EditorHoverListener. The popup manager first checks whether the element from the context object differs from the element it has cached from
when it was last called. If a new element is detected, the entire context object is passed down to a class (ReachabilityPopupBuilder) that is responsible for continuing the analysis and creating the reachability popups presented in Figures 4.2 and 4.3.

ReachabilityPopupBuilder consumes the context object and creates the two components of the hover popup: the reachability analysis button and the button which a user may click to show the type information and documentation related to the element under inspection. The two reachability questions supported by ReachHover are represented by two subtypes: BackwardReachabilityButton and ForwardReachabilityButton of the ReachabilityButton supertype. The implementations of these subtypes are largely identical, with a key difference in the type of data-flow slice they request from the SliceDispatchService object, which contains the program slicing facilities exposed by the IntelliJ IDEA sdk. As the name might suggest, the BackwardReachabilityButton requests a backward data-flow slice, while the ForwardReachabilityButton request a forward data-flow slice. Both these buttons execute the ShowReachabilityElementsAction on their event handler that registers mouse clicks.

When a reachability button is clicked by a user, the ShowReachabilityElementsAction is invoked, which consumes the data-flow slices that were previously computed by the button. The action instantiates the ReachabilityPanel (Figure 4.4), and begins decorating it with the program slice information and metadata. The hierarchical tree representation of the slice is generated by the SliceTreeBuilder class, which traverses the slice and assigns each element in the slice a corresponding data-flow node that appears in the tree.
Figure 4.6: A simplified architectural diagram of the ReachHover back-end.
Chapter 5

Evaluation

ReachHover aims to make it easier for developers to answer upstream and downstream reachability questions through the use of data-flow information. We conducted a controlled user study [43] to investigate two research questions that helped us explore our goal:

**RQ2** Are developers able to answer data-flow reachability questions more correctly with ReachHover?

**RQ3** Does ReachHover make it easier to answer data-flow reachability questions?

The study compared the use of ReachHover with the built-in data-flow analysis capabilities of the IntelliJ IDEA ide. Each study participant was asked to complete two tasks where each task involved either a forward and a backward reachability question involving data-flow for a medium-sized software system implemented in a statically-typed language. The order of tasks and order of tools—ReachHover or IntelliJ—was randomized across participants. At the end of the study, participants were asked to report on their experiences.

5.1 Recruitment

20 individuals participated in the study. These participants had a wide range of years of professional software development experience: 25% of participants had up to 2 years of professional software development experience; 50% had two to five years of experience; and the remaining 25% had at least 5 years of experience. 90% of our participants reported that they currently use a statically-typed programming language (e.g., Java, Scala, Go) in their professional work. The remaining 10% reported using a statically-typed language for professional work within the last five years.
5.2 Tasks

We used the Apache NetBeans [4] project as a target system for the tasks in the study. NetBeans is an open-source IDE comprising approximately 900,000 lines of Java code. We designed tasks that represented both forward and backward data-flow related reachability questions (i.e., “How was . . . ” and “How is . . . ”). The information needed to answer the reachability question for one task was localized to a single file (i.e., intra-file); the question for the other task required the consideration of many files (i.e., inter-file). The first task, \( t_{\text{document}} \), posed a forward reachability question within a single 1,035 line file. Participants were asked: “How is \texttt{findReplaceResult} modified?” where \texttt{findReplaceResult} is a variable that can hold an object containing data related to the find-and-replace operation in the NetBeans IDE. Participants were asked to invoke ReachHover or IntelliJ and report the number of times a null check for the variable \texttt{findReplaceResult} appeared along with their locations in code downstream of a particular starting point. Additionally, they were also asked to provide the methods where it might have been used, (i.e., calling methods on it, using it in an expression), and the methods where its value is not used at all (i.e., passthrough methods). Participants were asked these questions to make specific the reachability concept of ‘using a value.’

The second, \( t_{\text{bookmark}} \), posed a backward inter-file reachability question. Specifically, participants were asked: “How was \texttt{bookmark} created?” where \texttt{bookmark} is a method argument that represents a user-defined bookmark within a file in the NetBeans IDE. Participants were asked to invoke ReachHover or IntelliJ and to provide the number of times a call to the \texttt{bookmark} constructor appeared, the unique locations in code where it might have been invoked, the names of the methods where the value of \texttt{bookmark} might have been used before being passed as a method argument, and the locations where \texttt{bookmark} or any related objects might have been assigned a value. These specific questions were asked to clarify the reachability concept of ‘creating and assigning a value.’

5.3 Method

A study session consisted of asking a participant to perform the \( t_{\text{bookmark}} \) and \( t_{\text{document}} \) tasks in a counter-balanced design. Table 5.1 outlines the four treatments, labeled \( T_A \) through \( T_D \). For example, participants assigned to \( T_A \) first completed the \( t_{\text{bookmark}} \) task with ReachHover, and then completed the \( t_{\text{document}} \) task with the built-in data-flow analysis features supplied by IntelliJ IDEA. The order of tasks and tools were swapped to mitigate the efforts of transfer learning.

Participants undertook the study on their own time remotely. Each participant was shown a short video before each task that demonstrated the features of either ReachHover or the built-in data-flow analysis tooling of IntelliJ IDEA. After completing the tasks, participants were asked to report on their experiences with ReachHover and how it compared to tools they would have used otherwise to complete the tasks. We assigned each participant to a treatment randomly, with the only constraint being to have an equal number of participants per treatment as much as possible.
We collected usage metrics (e.g., mouse click events, editor interactions) within the IntelliJ IDEA IDE during the task. All logs remained on-device until participants were asked to upload them at the end of the study. We concluded the session by posing the following experiential questions to participants:

**EQ1** “Did you find any difference using ReachHover or IntelliJ for the tasks in this study?”

**EQ2** “Any other thoughts or comments?”

Ultimately, the number of participants in each treatment was not perfectly balanced, due to factors such as attrition or incorrect logs uploaded by participants.

### 5.4 Data Analysis

We considered three measures to analyze the data we collected from each experimental session. The first was correctness, where we measured how participants performed on each task using ReachHover or the built-in data-flow analysis capabilities of IntelliJ. The second was visual momentum [12], which we used as a proxy for the amount of context-shifting actions each participant was performing. Lastly, we considered the experience each participant had with ReachHover and IntelliJ by conducting a separate card sort [35] on their comments.

#### 5.4.1 Correctness

We defined a correctness score ($S$) to quantify how participants performed on each task.

$$S = \text{ANS}_{\text{correct}} - \text{ANS}_{\text{incorrect}}$$

This score is composed of two components where:

- $\text{ANS}_{\text{correct}}$ is the number of correct answers;
• $\text{ANS}_{\text{incorrect}}$ is the number of incorrect answers.

For example, incorrect answers might be lines of code or methods that do not appear in the data-flow trace, or lines of code or methods that do appear in the data-flow trace, but are not related to the value of interest.

5.4.2 Visual Momentum

Research has shown that developers can become disoriented when user interfaces lack visual momentum, a qualitative measure of a users’ ability to extract information across changing displays [12]. A display that is low in visual momentum might induce developers to thrash between files to collect information necessary for a task [12]. To examine the visual momentum experienced with IntelliJ’s built-in data-flow analysis tool and ReachHover, we consider a measure of editor cursor jumps. A cursor jump is recorded when a developer moves their cursor from one location in a file to another location, either within the same file or another open file. Editor cursor jumps in the main editor can affect the context (i.e., cursor highlighting, lines of code presented, viewport) within the editor. We measure cursor jump events in the main editor as a coarse-grained proxy for the amount of information-seeking and context-shifting a developer is encountering.

Editor cursor jumps in the preview editor are recorded when a developer moves the cursor to a different location within a file open in the preview editor. Unlike main editor cursor jumps, preview editor cursor jumps do not affect the context of the main editor or any open files, and constrain the changing information in the bounds of the preview editor. Preview editor cursor jumps indicate that the developer might be looking at a different line in the same preview editor. We measure cursor jump events in the preview editor as a proxy to help determine whether a developer is actively using ReachHover’s preview editor to obtain information related to their task.

5.4.3 Experience

To investigate comments that participants made about experiences with the different tools, a researcher unaffiliated with the development of ReachHover and the study conducted a separate card sort [35] on the qualitative responses to the experiential questions (EQ1 and EQ2) at the end of the survey. The results of analyzing our participant’s responses to EQ1 are presented in Chapter 5.5.2, while we discuss EQ2 in Chapter 6.2.

5.5 Results

We analyzed the results of our user study with respect to our initial research questions that asked whether developers are able to answer reachability questions correctly with ReachHover, and whether ReachHover makes it easier for developers to answer reachability questions.
5.5.1 RQ2

For tooling to be useful, it must help developers answer questions about their code correctly. We considered RQ2 to help us investigate this within the context of our user study:

RQ2 Are developers able to answer data-flow reachability questions more correctly with ReachHover?

To investigate this question, we computed a correctness score ($S$) for each of the participant’s two tasks in the study. Table 5.2 presents the average correctness score ($\bar{S}$) for each combination of tool and task in the study.

Table 5.2: Average correctness scores ($\bar{S}$) for each combination of tool and task in the study.

<table>
<thead>
<tr>
<th>Tool</th>
<th>Task</th>
<th>$\bar{S}$</th>
</tr>
</thead>
<tbody>
<tr>
<td>ReachHover</td>
<td>t$_{\text{bookmark}}$</td>
<td>4.1</td>
</tr>
<tr>
<td>Built-in data-flow</td>
<td>t$_{\text{bookmark}}$</td>
<td>0.8</td>
</tr>
<tr>
<td>ReachHover</td>
<td>t$_{\text{document}}$</td>
<td>4.6</td>
</tr>
<tr>
<td>Built-in data-flow</td>
<td>t$_{\text{document}}$</td>
<td>4.1</td>
</tr>
</tbody>
</table>

From this table, we can observe that participants had a much higher average correctness score with ReachHover for $t_{\text{bookmark}}$ (4.1) than with the built-in data-flow analysis tools of the IDE (0.8). There was less of a difference observed for $t_{\text{document}}$. Figure 5.1 and Figure 5.2 provide a more in-depth look into how participants fared with each tool on $t_{\text{bookmark}}$ and $t_{\text{document}}$, respectively.

Figure 5.1: A comparison between ReachHover and the standard data-flow analysis capabilities of IntelliJ IDEA in terms of correct and incorrect answers given to $t_{\text{bookmark}}$. 
5.5.2 RQ3

Whether or not a tool is easy to use requires considering how developers perceive and experience a tool. To investigate these factors, we posed RQ3:

**RQ3** Does ReachHover make it easier to answer data-flow reachability questions?

We considered quantitative data from logs of activity within the IDE provided by our participants, and the qualitative answers they provided to a comparative question about the two tools. Figure 5.3 presents the weighted average of main editor cursor jumps that were recorded per tool in each task of the study.

For both tasks, we observe that there are fewer weighted average main editor cursor jumps when ReachHover was used in comparison to when the built-in data-flow analysis tooling of IntelliJ was used. For $t_{\text{document}}$, the inter-file question, this difference is statistically significant ($\text{Mann-Whitney } U = 6, n = 10, p = 0.001, \alpha = 0.05$). We also measured the number of jumps in the preview editor for each task where ReachHover was used. We observed a weighted average of 58.7 jumps for $t_{\text{bookmark}}$, and 89.2 jumps for $t_{\text{document}}$. The higher number of preview editor jumps compared to main editor jumps when ReachHover was used suggests that our participants used the preview editor that is part of the tool to locate task-relevant information in each task.

We conducted a separate coding for each of our participant’s responses to the questions we posed regarding their experiences using ReachHover and IntelliJ’s built-in data-flow analysis tooling. The coding was undertaken by a researcher that was unaffiliated with the our formative study, the development of ReachHover, or the user study.

Table 5.3 reports a summary of the codes assigned to participant responses to the question “Did you find any difference using ReachHover or IntelliJ for the tasks?” (EQ1). Nineteen of the twenty participants responded to the question; each participant is coded as one response in Table 5.3.
Figure 5.3: The weighted average of main editor cursor jumps recorded per tool in each task.

Table 5.3: Codes assigned to each participant’s response to EQ1.

<table>
<thead>
<tr>
<th>Code</th>
<th>Description</th>
<th>Count</th>
</tr>
</thead>
<tbody>
<tr>
<td>Prefers IntelliJ</td>
<td>User prefers IntelliJ’s built-in data-flow analysis tooling</td>
<td>2</td>
</tr>
<tr>
<td>No Perceived Difference</td>
<td>User did not find a difference between ReachHover and IntelliJ’s built-in</td>
<td>4</td>
</tr>
<tr>
<td></td>
<td>data-flow analysis tooling</td>
<td></td>
</tr>
<tr>
<td>Easier or Simpler</td>
<td>User found ReachHover easier and/or to use than IntelliJ’s built-in data-flow</td>
<td>5</td>
</tr>
<tr>
<td></td>
<td>analysis tooling</td>
<td></td>
</tr>
<tr>
<td>Context-Preserving</td>
<td>User found ReachHover preserved more of their working context during a task</td>
<td>5</td>
</tr>
<tr>
<td>Usable</td>
<td>User found ReachHover more usable than IntelliJ’s built-in data-flow analysis</td>
<td>3</td>
</tr>
<tr>
<td></td>
<td>tooling</td>
<td></td>
</tr>
</tbody>
</table>

Thirteen of the participants (65%) expressed positive comments toward ReachHover. Five (25%) expressed that ReachHover was easier to use:

“ReachHover felt less cluttered and made the task easier” - P18

Three participants remarked that ReachHover was more usable than IntelliJ, both for asking and answering reachability questions:

“ReachHover was easier to call as it didn’t require navigating menus.” - P9

“I find having ReachHover’s separate floating windows with a view into where the related line of code is, is more usable than IntelliJ’s data-flow analysis feature.” - P10
Five of the participant’s responses (25%) helped confirm what we observed from analyzing editor jumps. These participants noted that ReachHover helped to maintain their working context:

“I preferred that I could look at the matches in the same modal window without affecting the open file” - P19

“I felt like I did not lose the context using ReachHover compared to IntelliJ. I felt they showed me the same content, but ReachHover was easier to use (maybe because I didn’t lose the context)” - P15

A smaller number of participants (6 or 30%) did not note any positive difference for ReachHover. Four participants (20%) did not report a perceived difference between ReachHover and IntelliJ, while two (10%) expressed a preference for IntelliJ’s built-in data-flow analysis tooling.

5.6 Threats to Validity

We present an overview of the threats to the validity of our findings from analyzing the data collected from our controlled user study.

5.6.1 Internal Validity

Our user study was conducted entirely remotely, and participants were not observed as they worked on each task. This provided flexibility to our participants in that they were able to participate whenever it was most convenient for them. However, this made it difficult for us to directly observe our participants during the study, and impeded our ability to investigate questions or “think-aloud” comments posed by participants on-the-fly. The system in which our study was conducted might not have been familiar to our participants. The participants may have performed differently if the study was conducted in a system that they were familiar with, regardless of whether they used ReachHover or built-in data-flow analysis tooling.

Finally, we presented two reachability questions within two tasks in our user study. It is likely that developers encounter more types of reachability questions than can be reasonably captured in our user study within a limited period of time. We attempted to minimize this threat by using the results from our survey that investigated the most popular reachability developers ask in practice.

5.6.2 External Validity

Of our 20 participants, a majority (15) reported not being aware of IntelliJ’s or any other IDE’s data-flow analysis feature. Of the five who were aware of this feature, only two reported using these features on a regular basis. This suggests that our results might not be generalizable to populations who might already be familiar with data-flow analysis tooling. Although the reported
years of experience was varied among our participants in both the initial survey and the evaluative study, we are not able to concretely infer their subjective experiences, knowledge, and other personal factors. Consequently, further investigation is required to determine whether our results may be applicable to a general population of software developers.

5.6.3 Construct Validity

We considered both quantitative (i.e., correctness on each task, number of cursor jumps in the main editor) and qualitative (i.e., experiential questions) data in our study. In assessing how successful participants were in answering the reachability questions we posed, we calculated a correctness score ($S$) based on the number of correct and incorrect answers provided by each participant. This measure is useful in providing a concrete value that helps to quantify the performance of our participants using each tool. However, other measures such as accuracy and precision might be of further use in future investigations of our tool.

Main editor cursor jumps provide a measure that acts as a proxy for the amount of information-seeking that our participants might be performing as they attempt to complete each task. Although this measure does capture our participants’ actions in the main code editor, it does not account for actions that they performed in other regions of the IDE. Other actions to consider might be the number of unique files viewed and additional explicit information-seeking actions such as the number of code search invocations and manual traversal of task-related control- or data-flow paths.
Chapter 6

Discussion

We have demonstrated that ReachHover can make answering certain data-flow reachability questions easier for developers. In this chapter, we demonstrate how ReachHover might be extended to support other kinds of reachability questions and present suggestions participants in our controlled user study had for future versions of the tool.

6.1 Asking and Answering Additional Reachability Questions

ReachHover enables developers to directly ask and answer two specific data-flow reachability questions that involve the creation and modification of data throughout a program. ReachHover could be extended to other questions that developers reported asking in the survey we conducted. For example, to answer Q8 ("Which paths in a program are executed given a certain value?") we might pose a question such as "When is this path executed?" via a tooltip when a developer hovers over the branches of a conditional statement. In this case, we may exploit run-time information to provide a developer with a record of relevant variables and their values when a branch is executed. To answer Q7 ("Given two subtypes and their implementation of a given method, how do they handle data differently?") we may pose the question "How does this method modify data for each subtype?" when a developer inspects the top-level method declaration in the supertype. A developer might then be asked to select two subtypes for which the implementations of the method may be compared. The answer to this question might be expressed in the form of a diff of execution traces for each method that highlights similarities and differences in how they mutate or access data. This provides a possible starting point for how additional compare-type questions might be supported by ReachHover.

To answer Q6 ("Is deleting what appears to be unused code going to break anything?") ReachHover might pose the question ("Is deleting this going to break anything?") when a developer highlights a block of code during a refactoring task. In this case, ReachHover might compute a diff of an execution trace of the relevant subset of the program before and after the block of code is
deleted, and present it to the developer should they chose to explore further.

More generally, to answer questions that involve dynamic run-time information, ReachHover could be extended to collect execution traces in the background during the execution of a test suite. To avoid the overhead that might be associated with storing execution traces for multiple test suite executions, ReachHover might execute a test suite on-demand (i.e., when a developer actually invokes ReachHover) and collect only the execution traces relevant to the subset of the program under investigation. In cases where test suite execution is not feasible, dynamic slicing [3] might be a viable alternative.

6.2 Tool Improvements

Not all of the participants in the study found ReachHover easy to use. We posed the following question at the end of our user study:

EQ2 “Do you have any additional thoughts or comments?”

Table 6.1: Codes assigned to each participant’s response to EQ2.

<table>
<thead>
<tr>
<th>Code</th>
<th>Description</th>
<th>Count</th>
</tr>
</thead>
<tbody>
<tr>
<td>Task Confusion</td>
<td>User made a comment that suggested they were confused by the tasks in the study</td>
<td>2</td>
</tr>
<tr>
<td>Unsure or Misleading</td>
<td>User was unsure of the information provided by ReachHover or found some aspects of it misleading</td>
<td>3</td>
</tr>
<tr>
<td>Helpful</td>
<td>User found ReachHover helpful</td>
<td>1</td>
</tr>
<tr>
<td>Implementation-suggestion</td>
<td>User offered suggestions on current and future implementations of ReachHover</td>
<td>7</td>
</tr>
</tbody>
</table>

Table 6.1 presents the codes assigned to the responses to EQ2. We observe that three participants reported being unsure how to use one or both of the tools in the study. Seven of the participants did offer helpful suggestions to improve ReachHover. One participant remarked that they wanted ReachHover to be available in more locations in code:

“It would be useful if the hover was available at more locations (i.e. when hovering over an arbitrary identifier)” - P13

Another participant expressed interest in having the ability to directly query the code, much like the support already provided by Get Me Here:

“It would be nice to be able to use ReachHover to query the code” - P8

Other suggestions were more cosmetic in nature, relating to code highlighting and the display of file names and paths in ReachHover’s bottom component:
“I think having code highlighting (maybe also with the lines in the right-side gutter like are used for search and warnings) for identified related elements could potentially be helpful” - P12

“I would prefer the full path (i.e. the path + file name together) rather than separating [sic] the file name on the left and the path on the right, as I have already grown accustomed to reading the full [sic] path elsewhere on the IDE + on git” - P3

The comments provided by our participants generally alluded to minor updates to the plugin that does not require drastic re-implementations of functionality. One participant expressed interest in making ReachHover available in more locations in code (P13). This might be indicative of users generally finding ReachHover to be useful and wanting to use it in a wider range of locations that is currently supported. Support for this feature could be built by extending the code element detection functionality in ReachHover’s front-end to identify arbitrary variables.

Another participant noted that it would be “nice to be able to use ReachHover to query the code” (P8). Actively querying code to answer reachability questions is a feature that is supported by existing tools such as REACHER and Get Me Here. Future work extending ReachHover could incorporate this functionality to enable querying code that is directly presented in the results window that is presented in the context of the code under investigation.
Chapter 7

Summary

Developers often ask reachability questions while performing their daily tasks [25]. Through a survey of 72 practicing software developers, we ranked how frequently nine reachability questions are asked in their work. As many of the highly-ranked questions pertained to data-flow, we chose to focus our investigation of direct user interface support for asking and answering reachability questions on the upstream “How was this value created?” and downstream “How is this value modified?” questions.

We built ReachHover, an open-source plugin for the IntelliJ IDEA IDE to support these questions and conducted a controlled user study comparing the use of ReachHover to the built-in data flow analysis support of the IDE. We found that ReachHover enabled participants in the study to answer an inter-file data-flow related reachability question more accurately and an intra-file question as accurately as the built-in IDE data-flow analysis support. Participants using ReachHover provided these answers with less context-shifting than with the built-in IDE support, a benefit commented upon by participants. ReachHover shows promise to enable developers to cope with reachability questions they encounter frequently and provides a framework for researchers to investigate direct support for other types of reachability questions.
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Appendix A

Supporting Materials

A.1 Survey Questions

We detail each of the software development questions that were presented to our survey participants. Questions 1 through 8 presented code excerpts that served to contextualize the question within a software development context. Scenario 9 did not include a code excerpt as it presented a program navigation question, which cannot be easily encompassed by a short code excerpt.

A.1.1 Survey Question 1

**Question text:** This figure (Figure A.1) shows a method. As a developer looks through a code base, they may be interested in tracing the values passed to and from methods. In this case, `items` is passed as a parameter to this method.

**Question presented to participant:**
“Where does this value (in this case, `items`) come from, and how is it formed?”

A.1.2 Survey Question 2

**Question text:** This figure (Figure A.2) represents a scenario where a developer is rewriting a method. The code on the left is the method before the developer made changes, while the one on the right is an updated version.

**Question presented to participant:**
“Did I introduce any unwanted changes in the new version of this code?”
Figure A.1: Survey Question 1

Are you interested in how this parameter is formed? E.g., the method calls and parts of the program that contribute to its creation.

```java
public Map<Category, Double> computeTotalsByCategory(Map<ShopItem, Integer> items) {
    Map<Category, Double> totalsByCategory = new HashMap<>();
    items.forEach((item, quantity) -> {
        double cost = item.getCost() * quantity;
        totalsByCategory.put(item.getCategory(), cost);
    });
    return totalsByCategory;
}
```

Figure A.2: Survey Question 2

```java
public Map<Category, Double> computeTotalsByCategory(Map<ShopItem, Integer> items) {
    Map<Category, Double> totalsByCategory = new HashMap<>();
    for (Map.Entry<ShopItem, Integer> entry : items.entrySet()) {
        double cost = entry.getKey().getCost() * entry.getValue();
        totalsByCategory.put(entry.getKey().getCategory(), cost);
    }
    return totalsByCategory;
}
```

Before Changes

After Changes

A.1.3 Survey Question 3

**Question text:** This figure (Figure A.3) represents a scenario where an object is constructed within a method. The implementation of the constructor and the various sources of data used in creating the object, may not be immediately clear.

**Question presented to participant:**

“How is an instance of this class (in this case, ShoppingCart) created_INITIALIZED?”
A.1.4 Survey Question 4

**Question text:** This figure (Figure A.4) represents a scenario where some data is created (the `cart` object), and passed along as an argument to some methods. It may not be immediately clear how this data is being accessed (e.g., which fields of the `cart` object are being used).

**Question presented to participant:**
“Given some data (in this case, `cart`), which parts of it are accessed downstream?”

A.1.5 Survey Question 5

**Question text:** This figure (Figure A.5) represents a scenario where some data is created (the `cart` object), and passed along as an argument to some methods. It may not be immediately clear how this data is being modified (e.g., which fields of the `cart` object are being modified or changed).

**Question presented to participant:**
“Given some data (in this case, `cart`), which parts of it are modified downstream?”

A.1.6 Survey Question 6

**Question text:** This figure (Figure A.6) represents a scenario where a developer inspects a method. A popup appears that notifies them that the method being inspected is not used...
Figure A.4: Survey Question 4

```java
public ShoppingCart provision() throws CartValidationException {
    logger.info(msg: "Provisioning new cart");
    ShoppingCart cart = CartBuilder.build();
    if (this.hasValidState(cart)) {
        this.register(cart);
        return cart;
    }
    throw new CartValidationException("Provisioning a new cart failed");
}
```

Figure A.5: Survey Question 5

```java
public ShoppingCart provision() throws CartValidationException {
    logger.info(msg: "Provisioning new cart");
    ShoppingCart cart = CartBuilder.build();
    if (this.hasValidState(cart)) {
        this.register(cart);
        return cart;
    }
    throw new CartValidationException("Provisioning a new cart failed");
}
```

anywhere in the codebase.

**Question presented to participant:**

“Is deleting what appears to be unused code (in this case, `transferItems`) going to break anything?”

A.1.7 Survey Question 7

**Question text:** In this scenario, a developer may be inspecting an interface. They are interested in how the method `provision` may be implemented. A popup window shows that there are two subtypes of the interface that implement `provision`.
Figure A.6: Survey Question 6

```java
public void transferItems(ShoppingCart origin, ShoppingCart destination) {
    if (!origin.isEmpty()) {
        origin.getItems().forEach((item, quantity) -> {
            int prevQuantity = destination.getItems().getOrDefault(item, defaultValue: 0);
            destination.addItem(item, quantity: prevQuantity + quantity);
        });
        origin.empty();
    }
}
```

Question presented to participant:
“Given two subtypes and their implementations of a common method (in this case, `provision`), how do they handle data differently?”

Figure A.7: Survey Question 7

```java
public interface CartManager {
    ShoppingCart provision();
}
```

Choose Implementation of `provision` (2 methods found)
- DefaultCartManager (model)
- ValidatingCartManager (model)

Are you interested in how these implementations of `provision` differ in how they handle data?
A.1.8 Survey Question 8

**Question text:** This figure (Figure A.8) shows a method with a conditional statement (code within the branches are omitted). This is a scenario where control-flow is dependent on the value of data that a method is operating on. A similar scenario might be a switch statement.

**Question presented to participant:**
“Given some part of a program that depends on a value, which parts of it are executed or reachable?”

---

```java
public void resetCart(ShoppingCart cart) {
    this.logger.info(msg: "Resetting cart..."辛苦;
    if (cart.hasStoredItems()) {
        cart.getItems().forEach((item, quantity) -> {
            this.cartRecord.put(item.getId(), quantity);
        });
        cart.empty();
    } else {
        this.registerEmptyCartReset();
    }
    this.logger.info(msg: "Reset operation complete");
}
```
A.1.9 Survey Question 9

**Question text:** A developer is inspecting a method and its call hierarchy. She begins to read it line-by-line, and click through other method calls that are within it (e.g., jump to method implementation). She continues this process until she eventually arrives at a location where she wants to stop.

Having navigated through a number of methods to arrive at this location, she wants to trace back to where she started to synthesize a high-level overview of the statements between the method where she started, and the location in code where she ended.

**Question presented to participant:**
“What does the control-flow look like between two locations in code?”